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Abstract

Agent based modelling (ABM) offers a powerful abstraction for scientific study
in a broad range of domains. The use of agent based simulators encourages
good software engineering design such as separation of concerns, that is, the
uncoupling of the model description from its implementation detail. A major
limitation in current approaches to ABM simulation is that of the trade off
between simulator flexibility and performance. It is common that highly opti-
mised simulations, such as those which target graphics processing units (GPU)
hardware, are implemented as standalone software. This work presents a soft-
ware framework (FLAME GPU 2) which balances flexibility with performance
for general purpose ABM. Methods for ensuring high computational efficacy
are demonstrated by, minimising data movement, and ensuring high device
utilisation by exploiting opportunities for concurrent code execution within a
model and through the use of ensembles of simulations. A novel hierarchical
sub-modelling approach is also presented which can be used to model certain
types of recursive behaviours. This feature is shown to be essential in provid-
ing a mechanism to resolve competition for resources between agents within
a parallel environment which would otherwise introduce race conditions. To
understand the performance characteristics of the software, a benchmark model
with millions of agents is used to explore the use of simulation ensembles and
to parametrically investigate concurrent code execution within a model. Per-
formance speedups are demonstrated of 3.5x and 10X respectively over a base-
line GPU implementation. Our hierarchical sub-modelling approach is used to
demonstrate the implementation of a recursive algorithm to resolve competition
of agent movement which occurs as a result of agent desire to simultaneously
occupy discrete areas high in a ‘resource’. The algorithm is used to implement
a classical socio-economics model, Sugarscape, with populations of up to 16M
agents.
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2 Wl LEY RICHMOND ET AL.

Agent based modelling (ABM) presents a powerful abstraction for modelling complex systems which has a emphasis on
the specification of behaviour from the bottom up. Agents are described using behaviours at the individual level, rather
than attempting to model system level phenomena from the top down. The process of simulation allows individuals to
interact within a virtual environment in which the system dynamics often demonstrate important emergent phenomena.
The ABM approach is analogous with micro-simulation and has been the subject of extensive reviews with respect to;
domains and methods,! and simulation tooling.> Reference 1 describes the benefits of an agent based system as being; (i)
ABM captures emergent phenomena; (ii) ABM provides a natural description of a system; and (iii) ABM is flexible. As a
result agent based systems have seen widespread use in a broad range of domains. Computational biology in particular
has seen a growth in the use of bottom up approaches.?> Many of these do not use the explicit terminology of ABM and
simulation, for example, spiking neural simulation,* but share the same modelling principles of microscopic modelling
and observation of emergent properties through simulation.

With the emphasis of behaviour specification at an individual level, agent based simulation is computationally expen-
sive. As a result there are an increasing number of research papers which apply parallelisation approaches to agent based
simulations to achieve greater performance.® Parallelisation can permit larger ABM and simulation studies to be under-
taken, both in terms of model size and in the exploration of model parameters. With respect to the latter, independent
simulations of the same model under different parameters can be parallelised via traditional distributed parallelism.
Improving the performance of larger and more complex of models presents a much greater challenge. More performant
single model simulation requires efficient use of dense computing nodes or designing approaches in which distributed
models can avoid the latency of data movement between logical processors.>” A popular and generalisable approach
towards higher computational efficiency has been the application of hardware accelerators such as graphics processing
units (GPUs) and field programmable gate arrays (FPGAs) to large scale computational challenges.® GPUs in particular
have had an explosive growth in prevalence, and usage, within top supercomputers (see the Top500 project’) and in desk-
top computing. This has been prompted by a number of factors including; early adaptation of the architectures for general
purpose usage,’ investment in tools development, delivery of dense compute within a smaller energy window than CPU
counterparts, and importantly the ability for GPUs to be deployed with extraordinary efficiency towards the popular area
of artificial intelligence (AI). An accelerator’s ability to demonstrate higher performance does however come at a cost
which is usually borne by the developer. GPUs are throughput, rather than latency oriented and as such require skilled
approaches to programming them to hide the costs of (mostly memory) latency in order to maximise the GPUs perfor-
mance benefits. The recent surge in Al on GPUs has no doubt benefited from the development of excellent tooling!%!!
which abstracts the complexities of GPU architecture, and indeed any concept of parallelism, entirely away from the end
user. It is the aim of this work to provide a similar quality of tooling to allow non specialists to accelerate ABM simulations
using GPUs. There have been a number of attempts to use accelerators for agent based simulation of specific models, with
Reference 12 providing a review of approaches. It is concluded that although a significant number of specific models have
implemented aspects of GPU parallelism only a very small number have attempted to integrate these approaches into a
flexible framework!31# for use by general modellers without a background in GPU development. Given the complexity of
development, a generalised approach to ABM which allows for simple execution on parallel hardware is preferable.

In previous work we described the first version of the FLAME GPU framework,"> a generalised template driven
ABM and simulation framework which attempted to abstract the GPUs complexity. Central to this approach was the use
of state based representation which permits modellers to describe an agent based system as a communicating stream
X-machine,'® a form of state machine with internal memory, updated by functions communicating via a global mecha-
nism. The state based description of a model requires a set of agents, each with a set of state variables (their memory),
states and functions. Functions transition an agent from one state to another by updating agent memory by performing a
scripted set of mathematical operations. Functions can include inter-agent communication by reading and writing to a set
of global message lists. Each message list groups a set of values into a message object providing an abstraction of indirect
agent communication via messages. State transition functions and their use of messages, along with any functional depen-
dencies (e.g., function A must occur before function B) allows a directed acyclic graph (DAG) to be inferred which dictates
the required execution order of functions within the model. State based representation is less common for agent mod-
elling than object-orientation model design.'” Although object-orientation is orthogonal to state based representation,
functions within an object are not typically coupled with the object state and as such inferring dependencies between

“http://www.top500.0rg
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objects/agents and hence the process of parallelisation is not straight-forward. Object-oriented agent based simulation
typically loops through agent objects sequentially, randomly permuting agent order, and performing execution of specific
object member functions. Conversely, the approach of state based representation is inherently parallel. The generated
DAG allows functions to become analogous to GPU kernels and the use of indirect communication through messages
prevents race conditions. The previous version of FLAME GPU used XML templates to generate a CUDA GPU implemen-
tation from a state based model description and was successful in demonstrating high performance without a modeller
having to understand the intricacies of data parallelism and GPU optimisation. A limiting factor of previous work was
that the state based representation enforced users to describe the model in a declarative XML format rather than using
a more intuitive API. In addition, the transition of a model to a state based representation was conceptually difficult for
models designed upon serial concepts. Well known examples of serial models can be observed in discrete space examples
such as Sugarscape'® or Schellings model of segregation.'® In both of these models, agents exist within a discrete 2D envi-
ronment where movement of agents to areas which are favourable in terms of resource, is determined through a serial
process in which agent order is randomised for fairness. Within a parallel implementation of this model conflict natu-
rally occurs as numerous agents compete to try to move to desirable locations. More generally, conflicts can occur in the
case of other agent interactions, for example, in pair-wise bonding of agents which may occur in biological models?® and
which requires a process to handle situations where multiple agents desiring pairing with another. In each case move-
ment or conflict must be resolved explicitly within the model’s design in order to reproduce the equivalent behaviour of
the serial version.

In this article, we present FLAME GPU 2. A complete rewrite of the FLAME GPU software which permits more
flexible API driven modelling without sacrificing performance. The contribution of the article is unique in that the soft-
ware provides general purpose agent based simulations capable of transparently leveraging GPUs. The article provides
an overview of the software architecture and then presents four novel methods that enable performant and flexible
large-scale simulation of general ABMs on GPU architectures. The proposed methods address the two challenges iden-
tified above, namely; high performance simulation for a general modelling case, and, abstraction of parallelism within
state based representation to provide robust conflict resolution. Our first method of achieving high simulation perfor-
mance is realised by considering efficient data movement during simulation. The approach proposes movement of data
at a fine grained, variable level (as opposed to the agent level), as well as an extensible design for message communication
to support agents within different forms of continuous and discrete environments. The second and third methods focus
on the ability to better utilise the high level of parallelism available on modern GPUs. In 10 years the number of CUDA
processing cores has increased by ~ 14x". This increase in raw performance offers the potential to simulate larger and
more complex agent based systems however it also poses a challenge of ensuring good device utilisation of smaller agent
based models when utilising an agent per thread mapping the GPU device. Our second method improves device utilisa-
tion for small populations by enabling ensembles of simulations to target a single GPU device. Ensembles can consist of
stochastic runs of the same simulation, separate simulations constituting parameter exploration, or combinations of both.
The third method presented improves device utilisation for large heterogeneous models. The approach taken uses con-
currency exposed within the state based model description to provide opportunity for concurrent overlapping of kernel
execution. Our last method introduces a mechanism for abstracting and resolving movement conflicts and more general
forms of inter agent conflict which result in the transition of serial models to the state based representation. The approach
uses a hierarchical modelling description to provide re-usable sub-models which ensure that state based representation
of the main model does not require a conceptually different description to that of any serial counterpart. Our results are
demonstrated through a range of example models which are representative of a broader class of ABMs.

2 | FLAME GPU 2

2.1 | Framework overview

The FLAME GPU 2 software is engineered to promote a clear separation of model description from implementation. In
the first generation of the FLAME GPU software models were described using declarative (XML) syntax. FLAME GPU
2 favours a procedural process to generate and define model descriptions through a modelling API (which is shown

in Figure 1. The API has a clear distinction between the model description and simulation (or experimental process).

When comparing an NVIDIA Tesla M2090 GPU in 2011 with 512 CUDA core with an NVIDIA A100 GPU in 2021 with 6912 CUDA Cores.
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[ Model Description ]

|
A A | A A

Message ] -[ Agent ] -[ Environment ] -[ Layer/Init/Step/Exit ] Sub Model ]
Variable ] —4 Variable ] —4 Property ] —4 Agent Function ] Model Description ]
—4 State ] —4 Macro Property ] —4 Host Function ]
—4 Function ]

FIGURE 1 Asimplified hierarchy of the FLAME GPU 2 model description API. Crowfoot notation defines a one to many relationship
otherwise there is a one to one relationship between modelling objects. Full API documentation is provided within the user guide at https://
docs.flamegpu.com/.

A FLAME GPU 2 model description requires the specification of agents, messages, an environment, functions including
their dependencies to other functions and any hierarchical sub models (described in detail in Section 3.4). Following the
state based method of agent representation, the API allows agents to have a number of states, functions which transition
agents between states, and typed variables (both scalar and vector). The API allows messages to be described as a collec-
tion of typed variables. FLAME GPU 2 does not impose restrictions on the spatial form of a model and agents can exist
within any dimension of space in either continuous or discrete environments. In order to ensure agents can communicate
efficiently within their environment the framework provides message specialisation which dictates how information is
accessed from the global message lists. The choice of message specialisation can have a significant impact on the efficiency
of data movement and is one of the key considerations of Section 3.1.

The API provides a mechanism to specify and represent environment variables (or properties) which are not owned
by any particular instance of an agent. The environment is also able to represent macro environment properties which
are intended for models which require large amounts of environment data to be stored. Macro properties provide an
alternative to messages for lightweight indirect communication between agents via a globally accessible variable. Atomic
operations permit agents to manipulate values directly. This form of communication is well suited to agents consuming
some form of resource within the environment ensuring that race conditions are not introduced. The order of the atomic
operations is non deterministic and determined by the GPU’s execution model, as such, if agent priority plays an important
role in manipulating the environment then this ‘conflict’ between agents (in obtaining a resource) is best resolved using
the sub-model approach described later in this article.

Within the API, the order of execution of agent functions can either be specified explicitly using layers or can be
inferred from the DAG which describes dependencies between functions (where a function may depend either on another
function or on input or output of a message). Functions which have a dependence on other functions or which operate
on the same agent cannot exist within the same function layer, however independent functions may. In addition to agent
functions it is possible to run arbitrary ‘host’ code by inserting ‘host layer functions’ into the dependency graph. In the
context of the API, device refers to code executing on the GPU and host refers to code executing on the CPU. Additionally,
host functions can be added to the model execution at initialisation (init), after each step of the simulation (step) or after
simulation has completed (exit). Host functions can manipulate agents and the environment or gather statistics or data
from the simulation through the run-time (host) API.

2.1.1 | Simulation API

In order to perform the simulation of a model in FLAME GPU 2, the simulation API (show in Figure 2) allows the con-
figuration of a computational experiment for execution. Simulations can be executed as single simulations or as multiple
instantiations of the same simulation (i.e., ensembles). A single simulation execution is initialised with one or more
vectors of agents (a population of agents in a given state), agent vectors can also be obtained after the simulation has
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Inputs
model populations visualisation logging configuration
[ Model Description ] [ Agent Vector ] [ Visualisation Config ] [ Logging Config Run Plan Vector ]

[ Step Logging Config ] [ Run Plan ]

- 1

[ CUDASimulation ] [ CUDAEnsemble ]
Execution

[ Agent Vector ] [ Interactive Visualisation ] [ Run Log ]
Outputs

FIGURE 2 The FLAME GPU simulation (execution) API components. The components are broadly categorised as inputs, execution,
and outputs. The dotted lines show functional clustering of components which span over the categories. The model and logging options are
used by by CUDASimulation and CUDAEnsemble. Population and visualisation components are unique to single simulations with
CUDASimulation and run plans are unique to ensembles of simulation with CUDAEnsemble.

completed for analysis. Ensembles of simulations require a run plan configuration which describes how properties of the
simulation should be varied over the ensemble. Agent populations must then be dynamically created using initialisation
functions. Both single simulations and ensembles require a model definition and both can be configured to perform log-
ging either at each simulation step or at simulation completion. Real-time interactive visualisation is supported for single
simulations and can be configured using the API without writing any OpenGL code. The visualisation can be configured
to render the desired agent types and states by linking agent variables to a set of specific visualisation properties. For
example, location, scale, direction, and colour.

2.1.2 | Run-time API

A key design goal for FLAME GPU 2 was to ensure that modellers have a simple method of scripting agent functions.
The run-time API provides a documented set of library functions which can be used to describe agent function behaviour.
This includes the ability to query agent variables, iterate message lists and interact with the environment. The following
code listing demonstrates an agent function called move, from the circles benchmark model used in the results section.
The function performs iteration over a message list in order to calculate a repulsive force which is used to effect the
agent’s position. Only agents within a fixed spatial radius are considered (line 13). Agent functions are passed into the
simulation API agent description objects as a structure containing a common device function macro (shown on line 1).
The approach is inspired by that used by Thrust and CUB custom operators and ensures the compiler can potentially
perform whole kernel optimisation. From the modelling perspective this appears as though the function is a function
pointer and is hidden by using the FLAMEGPU AGENT FUCNTION macro. Each agent function requires three arguments,
a function name, a message input type and a message output type. If Message input or output is not required for the
function the £1lamegpu: :MessageNone type should be used. All agent functions have access to a FLAMEGPU singleton
object. The singleton is configured within the simulator prior to execution of the function so that it can be used to read
agent variables (e.g., lines 2 and 3), read environment variables (e.g., lines 3 and 4), and to write agent variables (e.g.,
lines 23 and 24). In the provided example all agent and message variables are three component floating point vector types
available by including the glm library which also defines the function 1ength. The listing below also shows how the
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message input argument can be used to iterate messages (line 8) as well as how to query message variables (line 10).
Although not shown, the run-time API supports creation of new agents (using FLAMEGPU->agent_out) and the use of
random number generation (using FLAMEGPU- >random). Random number generation includes uniform and normal
distributions.

1 FLAMEGPU AGENT FUNCTION (move, flamegpu::MessageBruteForce, flamegpu::MessageNone) {
2 const flamegpu::id t ID = FLAMEGPU->getID() ;

3 const vec3 pl = FLAMEGPU->getVariable<vec3> ("position") ;

4 const float REPULSE FACTOR = FLAMEGPU->environment.getProperty<float>("repulse");
5 const float RADIUS = FLAMEGPU->environment.getProperty<float>("radius");

6 vec3 £ = {0.0f, 0.0f, 0.0f};

7 int count = 0;

8 for (const auto &message : FLAMEGPU->message in) {

9 if (message.getVariable<flamegpu::id t>("id") != ID) {

10 const vec3 p2 = message.getVariable<vec3> ("position") ;

11 vecl3 displacement = p2 - pl;

12 const float distance = length(displacement) ;

13 if (distance < RADIUS && distance > 0.0f)

14 float k = sinf ((distance)*M PI*-2)*REPULSE FACTOR;

15 // Normalise without recalculating distance

16 displacement /= distance;

17 f += k * displacement;

18 count++;

19 }

20 }

21 }

22 f /= count > 0 ? count : 1;

23 FLAMEGPU->setVariable<vec3> ("position", pl + f);

24 FLAMEGPU->setVariable<float> ("drift", sqrtf(f.x*f.x + f.y*f.y + £.z*f.z));
25 return flamegpu::ALIVE;

26}

One of the main challenges of the run-time API implementation, is providing a mechanism to map an agent
function’s named variables to GPU memory. That is, the variable names which are specified as a string literal
within the simulation APIs agent description and referred to within an agent function. In order to provide this
mapping with compiled agent functions in C++, compile-time string hashing is used to resolve a string literal
into a numeric value (see Figure 3). Compile time string hashing is implemented through recursive C++ tem-
plate meta programming functions operating on each character of the string literal. The resulting hashed vari-
able is queried within a hash table constructed in shared memory in order to reduce latency. The hash table
query returns a region of memory which corresponds to a compact array of individual agent values for the given
agent variable (and state). Individual agent values are obtained by indexing into the region of memory using the
thread index.

In order to support run-time compilation of agent functions, a necessity when providing language bindings in
non-compiled languages such as Python, an alternative approach to variable and address mapping is required. Where
agent functions are defined at run-time, CUDA code is compiled using CUDA run-time compilation (NVRTC). From the
perspective of a modellers there is no difference in the specification of the agent function other than the agent function
being provided at run-time as a string or external file. In order to support run-time compilation (or RTC), each agent func-
tion is compiled to a separate PTX (the low-level parallel thread execution virtual machine and instruction set architecture
used for CUDA) module using a dynamically generated version of the run-time API. The RTC version of the runtime API
includes an alternative variable name to memory address mapper which is generated at runtime, once the model is fully
specified. The mapper directly embeds a lookup table of variable name strings to device (constant) memory locations. Use
of an intermediary constant memory location is preferable to embedding a memory address directly within the PTX as the
addresses may change throughout a simulation’s life-cycle due to reallocation as population sizes grow. RTC generated
code makes heavy use of C++ template meta programming to ensure that entire variable getter and setter functions can be
resolved to address look-ups through compiler processing (e.g., compile time string comparison) to avoid introducing any
function call overhead in the generated PTX code. This reduces any latency in obtaining values from memory. RTC func-
tions are also cached to disk between invocations of a simulation to avoid the RTC overhead cost of compilation between
simulation runs.
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AgentVector population(model.Agent("Circle"), AGENT_COUNT);

for (unsigned int i = @; i < AGENT_COUNT; i++) {
population[i].setVariable<float>("x", ...);
population[i].setVariable<float>(“y", ...);
population[i].setVariable<float>(“vx", ...);
population[i].setVariable<float>(“vy", ...);

}

AGENT_COUNT

& &y &Vx &vy

I - N - NN ) Device Memory
| | l |

[ Runtime hashing ]

Agent Function (Device Code)

getVariable<int>(153649);

I

1
1
1
1
1
1
!
! [ Compile time hashing ]
1
i
1
1
1
\

[P [ Hash lookup

[

’ getVariable<int>(“x"); ‘

Hash table '

FIGURE 3 Figure shows the process of runtime variable hashing to obtain an agent’s unique variable value from memory. The agent’s
four variables (%, y, vx, and vy) are organised in memory using a structure of arrays to promote efficient memory coalescing. The figure
shows how variable x is hashed at compile time (from within an agent function) to the value 153,649 (via use of compile time hashing). The
hashed value is then queried in shared memory to return the area of memory representing the storage of the named agent variable. An
individual agent value is obtained by indexing into the common area of memory. The shared memory hash table is constructed at runtime
and loaded into global memory. Prior to the agent function execution the runtime API transparently loads the hash table into shared memory.

3 | DESIGN CONSIDERATIONS
3.1 | Efficient data movement

Core to the design of FLAME GPU 2 is the principle of optimising data movement. GPUs are high throughput architec-
tures and as such a common optimisation approach for simulation is to minimise latency by reducing data movement
to increase arithmetic intensity. Previous work!#!> has utilised state based representation of agents with a data model
at the granularity of individual agents and messages. This has had significant advantages in the design of a user fac-
ing API as agents and messages can be encapsulated as objects with agent and message variables accessed directly as
member variables. Whilst conceptually simple, this level of data granularity requires that entire agents and messages are
moved between memory subsystems and registers. In many cases, particularly with complex agents and messages, agent
behaviour may operate on only a subset of variables with the agent or message object. As such, it is desirable that data
movement should be managed at the individual variable level. FLAME GPU 2 therefore proposes this level of data gran-
ularity. Agent and message variables are moved around the memory hierarchy only when directly accessed. The previous
Section 2.1.2 and Figure 3 demonstrated how agent variables can be queried using this approach.

When considering the performance of an ABM on the GPU it is typical that message list iteration (message input) is, in
the majority of cases, the most expensive operation that is performed. From a simplistic perspective this can be attributed
to volume of data movement. That is, message input functions typically require the reading of variables from multiple
message, requiring high volumes of data movement adding latency to the agent function. As such, a general optimisation
approach for agent communication is to reduce message latency by ensuring that:

1. Only a subset of (potentially relevant) messages are returned to agents.
2. That the GPUs cache hierarchy is utilised to reduce movement of messages read by adjacent (in memory) agents within
a state list.
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An extendable design for message access patterns is incorporated into FLAME GPU 2. This allows a large number
of message iteration patterns to be implemented to ensure that the first point (above) is satisfied. Users are able to select
the most appropriate access pattern depending on the agent type. For example, an agent in 3D space interacting within
a limited spatial neighbourhoods can opt for a messaging type suited to their communication pattern. Spatial messag-
ing for example, transparently builds the necessary data-structures and performs periodic sorting of agent data to ensure
good data locality for message variable reads. Iteration of messages within a user defined agent function uses C++ iter-
ators in order to provide a consistent mechanism for parsing message data regardless of the underlying message access
pattern. Internally within the framework, message iterators on the device are responsible for ensuring that message vari-
able requests traverse the necessary data structures to accelerate access. On the host, the message implementation is
responsible for building and maintaining any data structures required to provide efficient device access.

The base implementation for messaging is the brute force case which requires no acceleration data structure. This
all-to-all form of messaging ensures that agent functions reading this type of message will iterate the whole message
list which will have messages from any agent performing a function where the message has been output. Spatial mes-
saging is used to allow agents within a 2D or 3D environment a filter ensuring only messages within a fixed radius are
returned. The approach for optimising spatial messaging has been the subject of previous work?! and is relevant to other
fields of research where particle like models are simulated, for example, fluid simulation and molecular dynamics. Array
messaging supports communication of agents within discrete 1D/2D/3D space and bucket messaging supports agents
communicating via buckets which are assigned a unique integer key. The latter acts as a foundation to build more complex
communication strategies such as networks.

3.2 | Improving device utilisation for small populations

In order to ensure that highly parallel modern GPU devices can be used effectively, there is a necessity to ensure that a large
number of threads are active at any one time. It has been highlighted in our introduction that the traditional mapping of
a single agent to a single GPU thread is unable to provide sufficient parallelism for modern GPUs when considering small
populations sizes. Small populations occur as either the result of small simulations (e.g., with low number of agents), or
potentially as a result of a complex model in which there exist smaller groups of agents in a large number of states (or
represented by different agent types). The latter case is discussed in the next section. To ensure high device utilisation for
small simulations, FLAME GPU 2 allows the specification of model ensembles. Ensembles permit a single device to exe-
cute multiple parameterisations or randomly seeded runs of a model a concurrently. Arithmetically this exposes a high
level of parallelism to the device leading to higher utilisation. From a simulation perspective this is highly advantageous
as ABMs typically require multiple stochastic runs to statistically demonstrate global or emergent behaviours for a given
parameter configuration of a model. Additionally parameters of ABMs are usually explored through simulation in order
to discover or infer behaviours. The ensemble abstraction supports both use cases. Additionally, external processes such
genetic algorithms (or more generally, heuristic search) can be used to drive ensembles to provide system level optimisa-
tion via parameter space search. Within the implementation of ensembles, independent simulations share the same GPU
context from within their own CPU thread. This places the emphasis for scheduling of GPU resources on the run-time
driver and has the advantage that simulations running for different duration’s are not required to remain in lockstep.
Figure 4 highlights how simulations within an ensemble may be allocated to resources. Execution of ensembles can utilise
multiple GPU devices which are assigned using round robin scheduling. Despite sharing a context, independent simula-
tions within an ensemble have their own dedicated blocks of memory and as such there is no need to introduce isolation
mechanisms, synchronisation or locking mechanisms.

3.3 | Improving device utilisation for large heterogeneous models

As agent based models become increasingly complex, their population level behaviour tends to become less homogeneous.
Heterogeneity is problematic for GPU simulation as it has the potential to introduce code divergence within the vector
lanes (warps). State based representation of agent based systems!® provides a potential solution to the issue of divergence.
Agents are naturally grouped by their state providing the opportunity for a larger number of less divergent functions to
apply to each state list. A significant and limiting factor of the use of states to avoid divergence is that as the number
of states increases, the likelihood of being able to fully utilise the device with any one agent function is significantly
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FIGURE 4 Figure shows the scheduling of concurrent simulations within an ensemble in order to improve device utilisation. Each
numbered simulation (1-5) utilise a common model description but can have different inputs or environmental properties (i.e., modelling
parameters). The model description has a directed acyclic graph (DAG) of agents functions which occur for each timestep. The two agents
functions (output and move) have dependency on a location message requiring their execution to be sequential within a single simulation.
The resource graph (bottom) is a simplified version of a profiling timeline which demonstrates how each simulation instance from the
ensemble is able to be overlapped according to availability of GPU resources. Each simulation is shown to execute for two iterations. Within
the timeline each simulation runs to completion. Simulations from the ensemble are scheduled as GPU resources become available.
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FIGURE 5 Figure shows the scheduling of agent functions within a heterogeneous model by exploiting concurrent execution of
independent agent functions. Within the directed acyclic graph (DAG) of the simulations agent functions three non-interacting agents
perform the same agent functions of ‘output’ and ‘move’. There are two layers containing agent functions. Each agent function is called
asynchronously within its own stream within each layer, allowing overlap of execution. The diagram shows three iterations of the model.
Synchronisation after the execution of each layer is required to ensure race conditions are not introduced. The non concurrent execution
equivalent would require each function to execute sequentially making poor use of the available GPU resources.

diminished. For very large simulations (e.g., within computational biology) this is not a consequential problem. For small
population sizes, device under utilisation suffers the same problem as described in the previous section.

FLAME GPU 2 addresses the issue of under utilisation by ensuring that where possible, independent agent functions
can be executed concurrently. Figure 5 shows an example of how non-interacting agent functions can be executed con-
currently to provide better device utilisation. This is implemented using CUDA streams. Each agent function within a
simulation layer (which is known to have no function or message dependencies) is launched asynchronously within a
unique stream. This asynchronous launching allows functions to overlap within the timeline subject to the availability of
device resources. A synchronisation mechanism is utilised after the execution of each layer to ensure that agents can then
asynchronously launch functions in the next layer without introducing race conditions. The concurrency mechanism for
heterogeneous models is different to that of the previous section. It exploits parallelism within the model rather than over
multiple models. The two approaches can however be combined to support concurrency within a model at the same time
as concurrency between independent simulations. With respect to mapping concurrent streams, or indeed simulations,
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to hardware each SM is able to have multiple resident blocks (up-to the maximum SM limit of threads in flight). From
a modelling perspective, concurrency is typically limited by either functional or message dependencies described by the
execution DAG. When the control flow of a FLAME GPU 2 model is specified as a dependency graph, the execution
order/schedule of function execution is generated. This feature maximises the potential for concurrency within a model
and ensures that users do not have to manually infer dependencies between agents, messages, and functions.

3.4 | Hierarchical modelling for recursive problems

The need for recursion exists within state based representation for a range of reasons. Within the Sugarscape model
recursive behaviour is required to resolve competition for resources and to avoid collisions within movement. More gen-
erally the recursive resolution of competition is referred to as conflict resolution. Biological mechanical models of cell
behaviour typically require a conflict resolution algorithm to provide iterative movement of densely packed cells to within
a margin of acceptable overlap. Although introducing recursive elements within state based modelling does not require
understanding of the underlying parallel architecture, it adds a level of modelling complexity which in most cases would
not be required for a non parallel simulator. Cellular biology models an example of this References 14 and 22 where
concepts such as ‘non-linear’ loops or multi-scale modelling?® have been utilised. The latter relies on the separation of
the mechanical models of movement from the agent based cell behaviour. In the case of ‘non-linear’ loops, a simulation
time-step may filter agents into a state where they will undertake a set of behaviours to resolve conflict or competition (for
example movement on a discrete grid), but which does not advance the global simulation time. Although functional, this
approach is limited in flexibility and fundamentally requires a different model specification to that of a simple sequential
implementation.

FLAME GPU 2 aims to ensure a clear separation between model specification and implementation which includes
abstracting recursive behaviours needed to reproduce serial counterparts. As such, a hierarchical modelling abstraction
is proposed which allows a model to contain a re-usable sub-model for conducting conflict resolution or other forms of
recursive behaviours. A sub-model is defined in much the same way as a standard FLAME GPU 2 model and acts as a
fully specified model nested inside a parent model. The only additional requirement is that the model contains at least
one exit condition. Agents and a subset of their variables can be mapped along with required environment properties.
Each model is also able to have private components not visible to the parent/sub model. Sub-models are executed as part
of the main model by being placed in an independent simulation layer where they are executed until the exit condition
is met. An example sub-model is shown in Figure 6 which represents the Sugarscape model used in the results section.

4 | RESULTS AND SHOWCASES

The following section considers measuring performance of the FLAME GPU 2 simulator v2.0.0-rc?* through the imple-
mentation of a number of benchmark and classic agent based simulation models. The models are chosen and adopted to
demonstrate the novel features and design considerations proposed within this article.

All results have been obtained from execution on the Bessemer GPU system which is part of the University of
Sheffield’s HPC system. The nodes are Dell PowerEdge C4140 nodes with two Intel Xeon Gold 6138 CPUs and four
NVIDIA V100 (32 GB) GPUs hardware. The hardware is typical of that of modern GPU nodes within HPC facilities.
Our job submission scripts request a single dedicated V100 and a single CPU core (with the exception of Figure 9 which
uses a single GPU and 1/4 of the CPU cores. E.g., 10 cores). For all simulation runs the FLAME GPU 2 was compiled
with the configuration option FLAMEGPU SEATBELTS=O0FF. This disables a number of run-time checks (e.g., bounds
checking, run-time warnings) to improve run-time performance. Prior to benchmarking models were executed with
FLAMEGPU SEATBELTS=ON to verify the implementation would not encounter these types of errors.

41 | Benchmark modelling

Benchmarking of FLAME GPU 2 is undertaken by considering a scalable benchmark model, ‘circles’. The circles model
is based upon a simple force based particle model where each agent, i, has a position (p) clamped within a defined
environment. The position is updated each time step by considering a force (F;) which acts on the agent to cause
movement.
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FIGURE 6 Figure shows the directed acyclic graph (DAG) of agent functions within a FLAME GPU 2 implementation of the classic
Sugarscape model. A sub-model is used to recursively allow movement on a 2D grid to prevent collision. The main model consists of a single
function describing the behaviour of a discrete cell. The cell is either unoccupied, in which case it grows a natural resource, or it is occupied
by an agent which will move if resource is higher elsewhere. The sub-model process is shown on the right hand side using a simplistic two
agent example. In this case, each agent initially requests to move to the same cell location. The cell responds by selecting the agent with
highest priority therefore allowing a single agent to move in the first iteration of the model. An exit condition only allows the main
simulation to resume once all agents are ‘resolved’ and as such a second iteration of the sub-model is required for the second agent to find a
collision free location (and the exit condition to pass).

Pit+1)=Di(t) + F, )

The force F; is calculated the sum of forces acting on the agent as a result of pairwise interactions and can be
determined through the following equations.

Fi=k) Fj )
i#]
e -7l ) 5 -

. 3)
I ’

= .
F;j = sin

The parameter k is a damping term used to parameterise the magnitude of agent’s velocity. Pairwise forces
are calculated by the sine of the separation of vector positions p; and p; normalised by the search radius r,
multiplied by the unit vector from p; to p;. The purpose of the sine term is to slow agents as they approach
a reciprocal distance of r, without this agents can overshoot the desired position resulting in oscillations.
The model is initialised by a density term p and environment boundary diameter W which is used to ini-
tialise agents using a random uniform distribution. In all experiments, unless otherwise stated, the damping
term k used a value of 0.05, r fixed at 2.0 and a density p of 1.0 agent per unit volume. The default value
of W is 40.0.
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41.1 | Results

To investigate the performance of efficient data movement, we consider a 3D benchmark model; circles, in which agents
apply a force with an attractive and repulsive component to reach an equilibrium state. Figure 7 demonstrates the
behaviour of the model which converges towards a stable state by forming spherical clusters with a radius influenced by
the parameter r (the interaction radius). The measure of drift (shown in Figure 7A) highlights how convergence varies
over the lifetime of a simulation. The interaction radius  impacts convergence as it controls the size of the cluster forma-
tions and their ability to merge once formed (shown in Figure 7B-E). The model is representative of a much wider class
of force based models typical within multi agent systems. It is implemented within FLAME GPU 2 as a single agent type
with two agent functions The first function simply outputs the agents position as a location message. The second function
inputs the location messages, performs the summation of the force term and updates the agent’s position.

Figure 8A,B demonstrate the overall performance of the circles benchmark model. The results highlight the consid-
erable performance difference between the choice of appropriate message communication, in this case between brute
force (A) and spatial (B) messaging. In addition to highlighting the importance of message communication type as a key
performance indicator of a model, the graphs also highlight the performance improvement offered by run time compila-
tion (RTC) of agent functions. In the case of brute force communication, RTC models are ~ 2x faster than the non RTC
equivalent. This can be attributed to a more efficient mapping of agent and message variable names to memory, as well as
improvements in register usage. Figure 8C explores the choice of message communication technique further by varying
the interaction radius r and comparing the relative performance of brute force and spatial messaging. The plot demon-
strates how the cost of dynamically building a data structure is advantageous over brute force messaging for the majority
of smaller interaction radii. At the point at which brute force communication becomes close to the performance of spa-
tial, a large percentage of the total message data (~50%) is considered by every agent (Figure 8D). The initial ramp up of
the brute force message performance is attributed to increased cache coherence at smaller interaction radii (presumably
as there is a higher probability that all agents in a warp fail the distance check and remain coherent). Stepping of the
performance within the spatial model is attributed to the changing size of the messaging data structure which results in
different levels of device utilisation and occupancy. Periodic sorting of agent data, shown in Figure 8E, has a significant
impact on the performance of spatial messaging. Although periodic sorting adds extra work, having agent data sorted
using the same spatial binning as the message output increases the cache efficiency. The optimal frequency is likely to
vary per model as a function of agent movement speed between spatial partitions. In the case of the benchmark model
movement is highly chaotic within the 200 steps of execution and as such per simulation step sorting is optimal. Users are
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FIGURE 7 Visualisation and emergent behaviour of the circles benchmark model. (A) Shows the mean drift which is a measure of the
mean movement of the agent population per time step and acts as an indicator of movement stability and hence convergence. The mean drift
is calculated over 100 simulation runs with different seeds using a varying interaction radius (r). Population size is fixed at 64,000 and the
environment width at W = 40.0. (B-E) Show visualisation of the model corresponding with the plot of r = 3.0 at steps 0, 350, 650, and 2500
respectively.
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FIGURE 8 (A, B) Performance scaling of the circles model by varying the total population size (N) but maintaining a fixed density

(p = 1.0) by scaling the environment scale (W). (C) Varying the interaction radius of the model () which has the impact of increasing the
workload per agent shown in (D) by considering the average number of messages passing the distance calculation check per step. For (C, D),
Population size is fixed at 64,000 and the environment width at W = 40.0. (E) Shows the impact of varying the frequency in which agent data
is sorted, to maintain cache coherence when reading spatial messages, for a fixed radius of r = 2.0.

encouraged to experiment with the sort frequency parameter. Although not shown, the observed memory usage differs
between the spatial and brute force implementations as spatial requires additional memory for the spatial data structure
which is constructed. Up to 200M agents can be simulated on a single 32GB V100 GPU. Following the trend of memory
usage, it is anticipated that ~500M circle agents could be simulated on an 80GB A100 device.

4.2 | Enhancing parallelism example

In order to understand how FLAME GPU 2 is able to enhance parallelism by exploring both simultaneous simulation
(i.e., ensembles) and function execution, a classic Boids flocking model is derived from Reynolds original distributed
behaviour model for flocks, herds, and schools.?> The model has been modified to use an inverse-square separation force.
Each agent maintains a vector position p and velocity v. The velocity term is updated each time step by considering the
rules of; separation: to avoid near neighbours, cohesion: by steering to the perceived centre of the flock, and alignment:
matching the velocity of the perceived flock. The terms s;, c;, and a; define these rules as velocity contributions within
Equation (4). The parameters S, C, and A are defined weighted modifiers for each of the respective rules.

- - - - -
Vig+) = Vi + S.si + C.c; +A.q; (4)
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Each of the three velocities representing the behavioural rules can be defined as follows;

where the sets O and N are defined as
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The set O represents agents within a small separation distance ry, defined as 0.5% the value of the interaction radius
r. The set N represents all agents within the interaction radius r. Each of the Equations (5)-(7) operate by calculating an
average position or location from neighbours. Equations (5) and (6) represent a displacement vector from these perceived
average locations and the agents own position.

421 |

Simulation scaling performance

To demonstrate the impact of using ensembles to improve device utilisation and overall simulation performance Figure 9
shows the results of varying the number of ensembles of a simple 3D flocking model.?> The performance timing shows
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FIGURE 9

Mean speedup of a 60 Boids simulation models of flocking agents where ensemble size (E) represents the number of

ensembles in which the 60 simulations are distributed. Speedup is measured by calculating a baseline for each population size from the mean

of simulation runs where E = 1 (e.g., where each simulation is run sequentially). The results are based on 10 repeats of each configuration

with standard deviation shown. (A) Shows small population sizes using brute force messaging. (B) Shows small population sizes using spatial

messaging. (C) Shows large population sizes using brute force messaging. (D) Shows large population sizes using spatial messaging.
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that as the ensemble size increases the overall simulation time is universally reduced until a point where it stabilises.
The performance improvement can be attributed to the increased number of simulations being able to better utilise the
device. This primarily comes from the fact that small simulations result in kernel launches that utilise only a small num-
ber of the available streaming multi-processors (SMs). Increasing the ensemble size allows more of the SMs to be utilised
increasing the overall throughput and reducing the average simulation time. The V100 device used for this benchmark
is able to support up to a maximum of 128 resident grids per device. This number is greater than the 80 SMs suggesting
that it is possible that a single SM is also able to switch between blocks of threads from different grids to hide latency.
Performance is observed to level off as a result of the device becoming saturated at which stage the overhead of launch-
ing and serialisation of workload becomes a significant factor. Beyond the saturation point, total simulation time (for all
ensembles) increases linearly as shown by the stable average run-time. The impact of improving performance is most pro-
nounced with ensembles for large population sizes (e.g., Figure 9C,D), especially in the case of brute force messaging (e.g.,
Figure 9C). This can be attributed to the longer running kernels at larger populations sizes and that brute force messaging
has a higher ratio of kernel execution to overhead and therefore more opportunity for kernel overlap. It can be concluded
from the results that ensembles therefore are most beneficial to larger population sizes of densely communicating agents.

4.2.2 | Concurrency performance results

The impact of concurrent function execution can be measured by considering a variant of the flocking model in which
the level of concurrent behaviour can be controlled experimentally. This is achieved by adding a parameterised number of
non-interacting species. Each species follows the standard Boids rules. By ensuring no interaction between species there
is opportunity for concurrent scheduling of agent functions within the DAG. Figure 10 demonstrates that a maximum
speedup of ~14x is achieved for a population size of 2048 with 25 species. More broadly, Figure 10A,B show a consistent
level of speedup for small populations but with diminishing returns as the device approaches full utilisation. This is a
result of threads competing for hardware resources (i.e., cache and registers). For large population sizes (Figure 10E,F)
the same initial profile of speedup is observed however there are significant peaks and troughs as the number of species
is increased. There correspond with plateaus in the step times show in Figure 10G,H. The plateaus in step time are a
result of device utilisation and represent points in which a new full wave of thread blocks is required to simulate the
entire grid of threads. In all cases, brute force messaging sees an improved speedup and favourable run-time over spatial
messaging for the same populations. In previous scaling experiments (i.e., Figure 8) the opposite was true of run-times
when comparing spatial with brute force messaging. An important distinction within the concurrency experiment is the
relatively low population sizes and resulting small message lists. Smaller message lists result in shorter kernel execution
reducing the opportunity for overlapping kernel execution.

4.3 | Hierarchical modelling example

In order to demonstrate the effectiveness and performance of hierarchical modelling, a classic variant of the Sugarscape
model is chosen (the Epstein and Axel Immediate Growback model'®). It follows the same implementation as that pro-
vided by the popular agent based modelling toolkit NetLogo.?® Within this model, N agents occupy a 2D grid environment
of ‘cells’. Each cell contains a level of sugar s which has a maximum value of Sy,x. The grid wraps so as to form a torus
shaped environment without boundaries. At each time-step sugar grows back within a cell at a rate of @. Agents have a
fixed vision distance of V' cells in the north, south, east, and west directions as well as a sugar wealth, w, which repre-
sents a quantity of obtained sugar. The serial implementation of this model requires that at each time-step the order of
agents is randomised so that sequentially, each agent can choose to move to a new empty cell with a preference for cells
where there is a higher quantity of sugar available than their current location. If there are multiple potential cells which
an agent could move to, then one is chosen from the candidate cells at random. Upon moving to a new cell, or if an agent
remains stationary, the agent consumes all of the sugar at the agent’s current location and decreases its own sugar wealth
by a metabolism m. If at this stage the agents sugar wealth is not greater than zero it dies and is removed from the sim-
ulation. The Sugarscape model and movement sub-model function dependency graph within FLAME GPU 2 are shown
graphically in Figure 6.

Initialisation of the originally described Sugarscape model in an environment size of 49 X 49 requires the creation of
a sugar distribution that defines a topography of two peaks separated by a valley. In order to define a scalable equivalent
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FIGURE 10 Speedup and step timing of a Boids model where the number of non-interacting species is varied to consider concurrent
execution of populations. Speedup represents the impact of concurrency compared to a baseline where each species is simulated in serial
within the simulation. Step time plots show the mean simulation step time over the 1000 steps of simulation and 3 repetitions (each with
different random seed controlling initial positions) and represent the timings used for the speedup plot which are directly below. Left hand
side plots (ACEG) are brute force messaging, right hand side plots (BDFH) are spatial messaging, top half of figure (ABCD) is small
population sizes, bottom half of figure (EFGH) is large population sizes.
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model in which the environment size (of D x D) can be dynamically specified, the number of sugar peaks with a uniform

random position, P, can be determined as %. Peaks are not allowed to exist within an Euclidean distance of 20 of each
other within the torus environment to ensure that peaks do not exceed Sy,.x. Each position x within the environment has

an initial sugar volume, s, influenced by position p of the P peaks according to the following equation;

< llp: — x|
sx_24— an|=—=—1) (10)

That is, that initial sugar density is a sum of the sugar distributions from each peak given some fixed boundaries where
A indicates the a minimum operator, ensuring that sugar value contributions from each peak are between 4 and 0. The
value of Sp,y is set at 4. Each cell has a probability\p (with a default value of 0.17) of being occupied by a Sugarscape
agent during initialisation. Nj,;; represents the initial population size of Sugarscape agents and has an expected value of
D?p. Each Sugarscape agent has an initial w drawn from a uniform random distribution of in the range of 5 and 25 with
a metabolism m drawn from a uniform random distribution with a range of 1 and M,,x. The model parameter value of
Max 18 5, Smax = 7, @ is 1 and all agents have a fixed vision V = 1.

43.1 | Results

The flexibility of our hierarchical modelling approach can be demonstrated through the implementation of the Sugarscape
model'® which uses a sub-model to resolve conflict in movement within the discrete grid. Conflict occurs naturally as the
movement of agents in parallel (rather than in randomised order) creates competition for areas of the grid with high levels
of resource. In parallel, conflict can be resolved through a process of bidding, in which agents simultaneously ‘bid’ for
their desired location with only the highest priority agent allowed to perform the movement. Priorities can be randomly
assigned to agents and stored as an agent variable to achieve fairness, as in the serial case. The sub-model allows a dynamic
number of transactional bidding steps to take place to ensure that every agent has an opportunity to move. Without the
use of a dynamic number of steps provided by the sub-model, the parallel implementation would require a fixed number
of bidding steps (i.e., the worst case of nine steps) to guarantee that agents have the opportunity to resolve conflicts.
The transactional bidding process consists of agent functions to allow agents to (1) propose a movement to a new cell
location, (2) for a cell location to rank competing agents by the agent’s assigned priority and for the cell to communicate a
confirmation of its preferred choice of agent, (3) perform movement of the agent whose preference is confirmed. Within
the sub-model implementation this transactional process can be fully defined and an exit condition specified which uses
the host API’s reduction operator (count) to determine the number of unresolved agents (i.e., proposed to move but were
unable to due to competition from a higher priority agent).

The results of the Sugarscape model in Figure 11B, demonstrate that resolution of movement as a result of competi-
tion, can be achieved in far fewer resolution steps than the theoretical maximum of 9. This remains true even for very
high initial densities which result in large early population decreases as a result of agent deaths (show in Figure 11A).
Performance scaling of the model is linear as demonstrated by Figure 11C. The impact of multiple waves of blocks is not
obvious due to the short kernel execution times. This is a result of the array messaging which is extremely efficient at
reducing the number of messages iterated by each agent. World grid sizes well in excess of the total ~16M can be simu-
lated with the main constraint on being on memory. A conservative estimate for a V100 device is that population sizes
exceeding 100M are feasible.

5 | DISCUSSION

FLAME GPU 2 is inspired by its predecessors FLAME GPU 1 and FLAME (for distributed CPUs) and shares the common
goal of most generalised ABM simulators, of providing a layer of abstraction which permits modellers to focus on the
development of agent based models rather than on their implementation. Related work has focused on high performance
implementations of agent based simulation tools within distributed environments,>> or alternatively has sought to accel-
erate simulations within particular domains or for specific models.?’?° There have been other recent works which focus
on software engineering challenges related to agent based simulation tools, in particular making software accessible in
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FIGURE 11 (A) the agent population size N over 100 simulation steps for varying N,,; via the initial probability of occupation p. The
environment width (D) is fixed at 512. (B) The mean number of resolution steps (over three iterations of the model) required within the
sub-model to resolve conflict in agent movement when competing for locations with high resources. The number of unresolved agents is
calculated as a percentage of the mean population size over three iterations of the model. The initial probability of occupation p is varied. (C)
Performance scaling of the Sugarscape model showing the mean step time for 3 runs of the model over 100 benchmark steps. (D)
Visualisation of the initial sugar distribution s, for each location of the Sugarscape environment with an environment width D = 256. Image
shows the positions of P = 54 sugar peaks with a colour distribution of s, = Sy, = yellow and s, = 0 = darkblue. (E, F) Visualisation of the
Sugarscape agents (red) and the Sugarscape environment after iteration 1 and 50 respectively.

high level languages such as Python.3%3! This article is unique in attempting to address the software engineering challenge
of providing a general purpose simulator capable of utilising GPU acceleration. A significant challenge of GPU accel-
erated programming is ensuring flexibility without sacrificing performance. In this work we have presented four novel
methods to address this challenge. Our method of balancing performance with flexibility through minimisation of data
movement demonstrates an ability to simulate millions of agents with a single GPU device paving the way for large scale
simulations. Future work will consider whole tissue simulations of multi-scale biological cellular systems.*? It has been
shown that our benchmark model, which is representative of a wide range of continuous space, particle type models, is
able to simulate 1M agents in ~0.003 s per time step using spatial partitioning and our run time compilation approach.
Our Sugarscape model demonstrating the use of sub modelling is able to simulate an environment size of 16M agents in
~1 second per time step. Run-time compilation of agent functions has been show to provide the greatest performance, as
the mapping of an agent variable to memory avoids the need for a hash table approach. The use of run-time compilation
is essential for supporting languages bindings in languages such as Python. A disadvantage of the run-time compilation
approach is that there is a roughly one second run-time overhead on first execution of a simulation. This overhead is due
to the expensive compilation process occurring during the simulation but this is quickly amortised in the cost of long
running simulations or through re-use of the run-time compiled kernel cache on subsequent experiments.

Simulation sizes beyond those demonstrated in this work are feasible even on single GPU devices, subject to memory
availability. To increase the scale of simulation beyond a single device, it is feasible that multi-device approaches could
be applied.?* The use cases for simulations within research at this scale are however far fewer than those of smaller
population sizes which do not fully occupy a single GPU device. This is partially the result of modellers migrating from
existing ABM simulators with limited support for large scale simulation and partly due to ever increasing parallelism
within GPU architectural design. Pedestrian simulation models, for example, have previously been a popular area of
application for GPU agent based simulation.>* As device parallelism has improved, GPUs have quickly exceeded the
demands of even very large crowd simulations. A Volta series GV100 GPU can require up to 160k resident threads to
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achieve full device occupancy. * To ensure good utilisation of GPU devices for even small models, we have demonstrated
two methods which focus on exploiting better use of GPU resources. The first permits efficient utilisation of GPUs for
small simulations. In this case ‘ensembles’ are able to increase device utilisation by a factor of up to 8x which was shown
to be most effective for small populations where communication is less dense. The second method exploits additional
concurrency within the model itself to achieve higher utilisation demonstrating speedups of up to 14x compared to a
non-concurrent case.

Our use of hierarchical modelling for conflict resolution and recursive behaviour abstracts these processes into
reusable sub-models, permitting models to be expressed in a format which closely resembles their serial counterparts.
FLAME GPU 2 also provides modellers with an extensive public simulation API, completely abstracting the GPU from
modellers. The use of an API differs considerably from the approach taken in previous GPU accelerated modelling
libraries. That is, in computational neuroscience, where GPU simulations are code generated from declarative model
descriptions using templates. Instead modern C++ is used to provide a library which permits procedural and dynamic
model specification with a run-time library which is not dependent on any external code generation process. The key
to this approach is the ability to provide a mapping process of user-defined (string) variables to memory addresses at
run-time. A significant advantage of an API based approach from a software engineering perspective is that code rep-
etition is massively reduced as the library contains only single implementations of behaviours required for a particular
model feature. Within FLAME GPU 1, the XML/XSLT template generated code could very easily become extremely large.
For example, a recent FLAME GPU 1 implementation of an immune system model extended to over 60k lines of tem-
plate generated code. The API based approach also permits more modular software design permitting extensions to the
software. The implementation of new message communication patterns is an example of this which can be achieved with
relative ease and without modifying complex templates. A modular architecture facilitates good software engineering
design, promoting a separation of concerns and ensuring that verification of the simulator can take place independently
of model validation. Future work will focus on graphical interfaces to lower the barrier to entry of high performance ABM
further as well as providing domain specific models and interfaces for modelling using the FLAME GPU 2 API as simula-
tion middle-ware. Further performance improvements will be realised by considering finer grained dependency analysis
at the variable level. This would permit concurrent execution of agent functions from the same agent which operate on
different variables but would require static analysis or manually labelling variable usage within agent functions.

6 | CONCLUSIONS AND FUTURE WORK

In this article we introduced the FLAME GPU 2 software. The article introduced novel methods which are incorporated
into the software in order to demonstrate high performance without sacrificing modelling flexibility. This is vitally impor-
tant for a general purpose simulator and ensures that the software can be applied to a wide range of research domains and
modelling challenges. High computational performance has been demonstrated by ensuring efficient data movement as
well as providing a mechanisms for targeting the increasing levels of parallelism which are available in each new gener-
ation of GPU architecture. A method for hierarchical and reusable sub-modelling has been demonstrated which acts as
a generalised way to abstract conflict resolution and recursion. This ensures that models can be cleanly defined without
conflating the model with the process of resolving conflict. The result of the work ensures that there can be a separation
of concerns between modelling and simulation for performant agent based modelling on GPUs.

In future work we will consider alternative approaches to ensemble simulation which may permit higher device
utilisation. One such approach may be to launch all simulations within the same kernel launch. This would minimise
launch overhead but may be less preferential where simulations have different run-time duration. It is possible that
run-time analysis of the model may be required to execute ensembles using the most efficient technique. An obvious
area for further exploration is the use of multiple GPUs for simulation of a single large model. Although the single
GPU implementation has been shown to support many millions of agents (and is constrained only by the availability of
memory) only a small percentage of agents, in the order of 100’s of thousands, can be in flight at once. Multi-GPU simu-
lation offers the potential to split models to have increasing levels of simultaneous computation but requires additional
research into how model splitting can be achieved to minimise data transfer overheads and ensure that computation
is balanced.

*Based on 80 Streaming multi-processors each with a maximum of 2048 threads in flight. Full device utilisation can be achieved with fewer threads if
occupancy is limited by resources such as SM or registers.
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The data used for generating the plots, along with plotting scripts are available in separate code repositories (see next
section). The raw data from our simulation runs is committed to the repository used to generate the figures with details
of how to reproduce the figures included within the included README . md document.

FLAME GPU 2 v2.0.0-rc** is open source under a permissive MIT licence but is available for download from GitHub
with links on the FLAME GPU website http://www.flamegpu.com. The main simulator code and all benchmarks used
within this article are hosted as separate GitHub repositories. The simulator code repository actively uses issues to track
bugs and feature requests with contribution guidelines published in the repository. The code has been developed by a
team of Research Software Engineers and embraces the FAIR for Software principles.®® The software used within this
article makes the following attempts to apply the FAIR4RS principles.

« Findable: The simulator has a release tag and DOI, each figure repository has a pre-release tag (and will be assigned
a DOI on publication). The software and figure repositories have a defined licence, and authorship is described in the
Readme . md along with version control commit history. F3: The simulator Readme . md defines a DOI to the latest
release.

« Accessible: The software simulator and models used for the figures are available as open source code on a public
repository with a clearly defined and permissive MIT licence.

« Interoperable: The simulator API is documented both with a user guide and with detailed API documentation: http://
docs.flamegpu.com.

« Reusable: The software is built using CMake with clearly defined versioning of dependencies where necessary. The
code used to generate figures has a provided requirements. txt file and instructions within the Readme.md on
creating a Python environment using conda.

Each of the figures produced for this article have their own GitHub repository containing, model code, results and
figures. Each of the figure repositories uses a tagged release (or commit) of the main simulator and have a release tag for
submission to ensure results are reproducible. DOIs will be created for each release tag at publication stage. The current
tags are available in the links for each figure respectively; Figure 7 (https://github.com/FLAMEGPU/FLAMEGPU2-
circles-benchmark-vis/releases/tag/vl), Figure 8 (https://github.com/FLAMEGPU/FLAMEGPU2-circles-benchmark/
releases/tag/vl), Figure 9 (https://github.com/FLAMEGPU/FLAMEGPU2-ensemble-benchmark/releases/tag/vl),
Figure 10 (https://github.com/FLAMEGPU/FLAMEGPU2-concurrency-benchmark/releases/tag/vl), and Figure 11
(https://github.com/FLAMEGPU/FLAMEGPU2-submodel-benchmark/releases/tag/v1).
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