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Abstract. A digital twin for a Cyber-Physical System includes a simulation

model that predicts how a physical system should behave. We show how to quan-

tify and characterise violation events for a given safety property for the physical

system. The analysis uses the digital twin to inform a runtime monitor that checks

whether the noise and violations observed fall within expected statistical distri-

butions. The results allow engineers to determine the best system configuration

through what-if analysis. We illustrate our approach with a case study of an agri-

cultural vehicle.

1 Introduction

We engineer a Cyber-Physical System (CPS) using separate models for its dif-

ferent parts [13,16,32,27,9]. If we use different formalisms, then this is a multi-

model and we must use the corresponding support tools in coordination. In par-

ticular, we must connect the different simulation tools in a co-simulation. A

co-simulation is a generalised form of simulation where different simulation

tools are coupled together (see [14,19] for an introduction to the topic).

Typically, we use multi-models only in the engineering phase of the CPS in

question (e.g., as in the V-process [31]). Recently, we have been reusing multi-

models as digital twins after deploying the CPS (see [10]). We stream sensor

and actuation signals from the CPS (the physical twin) to the multi-model co-

simulation (the digital twin). We then predict how the physical twin should be-

have. However, the predictions can never be 100% accurate. This is because the

multi-models cannot capture the full detail of physical reality: the sensor data

is noisy and sampled at a finite frequency; the numerical solution of the multi-

models is an approximation; and the environment for the physical twin may be

different from the one used for prototyping.

An important practical question is: how large can these discrepancies be

before we judge that the CPS is no longer behaving as we intended? We cannot

hope to answer this question in general, as it depends on the CPS, the level of



Fig. 1: The necessary components of a CPS operating in its environment.

detail of the multi-models, and the properties of the CPS that we are interested

in. However, we can provide tools and methods that make it easier to specify

allowed discrepancies.

In this paper, we try to answer the above question based on a case study

representing an agricultural vehicle. The data used is simulated data, but repre-

sentative of the real system. The reproducibility code for the results can be found

in [15]. This work is a stepping stone towards bridging numerical and statistical

simulation techniques with the runtime monitoring and verification field, where

important techniques have been developed to synthesise monitoring algorithms

[2,5,8]. We show how, by embedding noise into the model of the system, we

may understand how that noise impacts the system’s behaviour (e.g., are safety

boundaries still respected?), and devise a runtime monitor that checks whether

the noise observed in practice still corresponds to the modelled noise. When

this condition is not observed, actions need to be taken to ensure that the system

continues to operate correctly.

After this introduction, Section 2 motivates the need to operate with tol-

erances in a digital twin context. Afterwards Section 3 presents a case study

with an agricultural vehicle. Finally Section 4 discusses how it is possible to

talk about safety in the presence of statistical inaccuracies and provides a few

concluding remarks and points towards the future work we wish to carry out.

2 The Need for Digital Twins and Tolerance

A simplified3 representation of a CPS is depicted in Fig. 1. It comprises a dig-

ital component that controls a physical asset operating in some environment.

In order to study the behaviour of the CPS, having a good model of the envi-

ronment is as important as having a model of both the digital and the physical

component, as the environment affects the behaviour of both.

3 In practice, there may be many sub-components of each of the controller, plant, and environ-

ment, elements, and they may have complex interactions.



As stated in Kritzinger et al. [18] and Tao et al. [30], a digital twin can be

used to monitor the conformance of the real CPS to these models, and possibly

affect the real CPS when such conformance is violated.

Here we define the digital twin as the system that ensures the correct func-

tioning of the system, aptly named the physical twin. For some systems, the

digital twin can be realised with sensory data directly. For more complex sys-

tems, a combination of state estimators, data fusion algorithms, and numerical

simulation, might be required to get a more comprehensive state of the system.

As a simple example, suppose we want to monitor the torque acting on an elec-

trical agricultural vehicle’s wheels. The digital twin can read the current on the

motor of each wheel. It measures this from sensory data. If the digital twin has a

well-calibrated torque constant, then the torque is just the multiplication of the

torque constant by the current measured.

Discrepancies between the values observed from the system and the values

computed by the digital twin may occur for the following reasons:

1. Sensor data represent delayed discrete samples of the system;

2. Sensors (and actuators) have inaccurate and noisy readings.

3. The models used by the digital twin (e.g., used to derive data) do not fully

represent the physical twin.

4. There are processing delays in the digital twin.

The statistician George Box is famous for the quote: “All models are wrong,

but some are useful” [3]. This is sometimes used as an excuse for bad models,

but that is not what Box meant. Box clarifies this: “Remember that all models

are wrong; the practical question is how wrong do they have to be to not be

useful?” [4]. The same question applies to discrepancies between digital twin

and the system.

To give an example, suppose we need to check whether the physical twin

satisfies some safety property. In the face of uncertainty of noisy sampled sen-

sor data, how do we know that a violation is not a false positive? Or that a

non-violation is a real non-violation? These questions highlight the need to in-

corporate noise models, which can be considered environment models, into the

digital twin, and monitor whether those noise models correspond to the noise

observed in practice.

If we successfully address the above questions, we can use the detection of

violations for:

– Switching system operation to a fail-safe mode (as in Mitsch et al. [24]).

– Alerting human operators.

– Triggering a recalibration of the digital twin in a tracking simulator (e.g.,

[23,25,20]) (if the violation represents a change in the environment).



– Triggering maintenance activities (if the violation represents a change in the

system’s components, e.g., due to wear and tear).

– Triggering root-cause analysis [28] (e.g, by running multiple simulations

with varying parameters that try to explain the violation observed).

3 The Agricultural Vehicle Case Study

Autonomous agricultural systems are a prime application domain for digital

twin technology. They are complex systems working in remote environments

with a high degree of intrinsic uncertainty.

As example of the need to monitor these vehicles, consider the following.

Example 1. The speed controllers on the wheels of an agricultural vehicle are

tuned such that, for a particular static and viscous friction profile, they quickly

settle on the speed that is commanded by the user. This is highly beneficial not

just from a safety point of view, but also because it enables the use of path plan-

ning and job scheduling algorithms that rely only on kinematic4 models. With

wear and tear, manufacturing variability, unexpected operating temperatures,

etc, the friction profile used to tune the speed controller becomes outdated. This

makes the controllers perform poorly, and may invalidate the kinematic models

used for planning.

Monitoring alleviates the problem highlighted in Example 1 by, e.g., mea-

suring the current drawn and speed of the motors to detect when the controllers

have deviated from the original behaviour (obtained through simulations and

initial experimentation with the system). We must tolerate certain deviations

because they might be due to noisy current measurements. We can specify a

threshold as a function of the uncertainty in current measurements. Deviations

that exceed the threshold trigger one of the following actions:

1. Alert human operators to lubricate the joints of the vehicle (i.e., change the

physical system to match the kinematics).

2. Alert human operators to re-tune the controller parameters (i.e., calibrate the

controller’s models of friction).

3. Recalibrate the kinematic models, finding new acceleration and speed pro-

files.

4 Some terminology. Kinematics is the space of all possible configurations of a system at one

time without considering the forces acting on the system. For example, invariants between

state variables that follow from conservation laws. Dynamics is how configurations change as

a function of time, due to the forces acting on the system.



Each of the above actions has a different impact in the operations of the vehi-

cle. For instance, option (3) invalidates all prior path planning and optimisation

results.

We now show two analyses to quantify the uncertainty in the measurements

of the physical system. The first analysis is a well known Montecarlo simulation,

which consists of running several simulations, with noise drawn from statisti-

cal distributions that characterise the environment of the system. The second

consists of combining what-if analysis with Montecarlo co-simulations. It en-

ables designers to understand which noise sources have the biggest impact in

the safety of the vehicle. Both analyses use models of the system environment

(in this case, the noise).

We introduce a simple agricultural vehicle and derive its kinematic and con-

troller equations. We can generalise the analysis described here to the more

complex system described in Foldager et al. [11] and Macedo et al. [22].

3.1 Vehicle Kinematics

We derive simple kinematic equations for the agricultural vehicle. We consider

it to be a bicycle model5 with front steering and centre of gravity at the centre

of the rear axis. For a more general derivation see Rajamani [26, Section 2.2].

Figure 2 gives a diagram of the agricultural vehicle, inspired by Alur [1].

The vehicle has four wheels, two at the back that have a fixed direction and two

at the front that the driver can steer towards the left or the right. We define the

vehicle’s current position to be the centre of the rear axle (x, y). The distance

between the front and back axles is L m. The vehicle is moving forward at a

speed of v ms
−1. The front wheels are at an angle of θ° to the frame of reference

(the x-y axes in the diagram). The driver has turned the front wheels to the right

by an angle of δ°. Because of its steering geometry, this is causing the vehicle

to follow a circle with the origin at point C. We determine the centre of the

turning circle by producing two lines, one following the rear axle and the other

following the front axle rotated clockwise by the steering angle δ.6

5 The term “bicycle model” is used because the equations assume that the angle of each front

wheel is the same, as happens with vehicles that have only one front wheel. In practice, the

angle between the two front wheels differs and the difference is proportional to the distance

between them (as in Ackermann steering geometry).
6 We assume that the vehicle moving at a constant speed describes a circle about its forward

travelling frame of reference. In reality, steering is more complicated than this. It depends on

whether the vehicle is front or rear-wheel driven; whether the front or rear-wheels steer the

vehicle; what particular steering geometry is present; what the tyre characteristics are; and

whether there are differential axles. A standard configuration is for the vehicle to have front-

wheel steered driving wheels with Ackermann steering geometry (Zhao et al. show how to
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Fig. 2: Agricultural vehicle.

We deduce some facts about the vehicle’s motion. The geometric interpre-

tation of the derivative of a function f (x) at x = x0 is the slope of the graph of

f at that point. This is defined to be the slope of the tangent line to the graph at

x0.7 Thus, by definition we have:

dy

dx
= tan θ

=

{

by the chain rule of differentiation:
dy

dt
=

dy

dx
·

dx

dt

}

dy/dt

dx/dt
= tan θ

= { changing from Leibniz’s notation to Newton’s for conciseness }

derive this geometry in a mechanical engineering setting [33]). This approximates idealised

steering along a circular arc.
7 More formally, it is the limit of the secant lines through (x0, f (x0)) and nearby points (x, f (x))

as x approaches x0. For the tangent line to be well-defined, the graph of f at x0 must be

continuous. The tangent line must not be vertical: a vertical line is not a function and so does

not have a slope.



ẏ/ẋ = tan θ

= { trigonometry: tan θ = sin θ/ cos θ }

ẏ/ẋ = sin θ/ cos θ

= { arithmetic }

ẏ cos θ = ẋ sin θ

This equation is satisfied by ẋ = cos θ and ẏ = sin θ and their scalar multiples,

which correspond to the vehicle’s velocity v. That means ẋ = v cos θ and ẏ =
v sin θ.

Now we want to find the angular speed of the vehicle. The angle between

the lines that meet at C is also δ. The distance between the centre of the axle

and C is ρ (see Figure 2). Therefore,

tan δ = L/ρ

= ρ = L/(tan δ)

The vehicle follows a circular path. Suppose that the vehicle travels s metres

along its circular trajectory and s is half the distance it takes to intersect the

y = x axis again. Given that θ is the angle subtended by this arc, identical to the

one measured at the centre of the rear axle, and ρ is the radius of this circular

trajectory, then we have s = ρ θ. This comes directly from the formula that

relates degrees of arc and radians: angle θ =
s

ρ
radians. Now calculate:

s = ρ θ

⇒ { differentiate both sides (assumption: monotonic functions) }

ds

dt
=

d(ρ θ)

dt

= { constant circle radius ρ }

ds

dt
= ρ

dθ

dt

=

{

replacing linear velocity
ds

dt
= v and angular velocity

dθ

dt
= θ̇

}

v = ρ θ̇

To summarise, the kinematic equations of our simplified vehicle are:

ẋ(t) = v(t) cos θ(t)

ẏ(t) = v(t) sin θ(t)

θ̇(t) = (v/L) tan δ(t)

(1)



where the controlled inputs are t and δ(t), and the initial values for the states

x, y, θ are known.

3.2 Controller

To keep the explanation simple, we develop a controller whose purpose is to

drive the vehicle in a straight line, in the x direction with a constant speed.

Given a position (x, y) and orientation of the vehicle θ, the controller com-

putes δ and v that get the vehicle closer to the intended y coordinate ytarget = 0
and orientation θtarget = 0, as follows:

δerror(t) = −(ktθ(t) + kpy(t))

δ(t) =











δmax if δerror(t) > δmax

−δmax if δerror(t) < −δmax

δerror(t) otherwise

v(t) = 1

(2)

where kt > 0 and kp > 0 are tunable constants and δ represents the steering an-

gle limited by the maximum steering wheel angle, represented by δmax. Figure 3

shows an example solution of the closed (no inputs) system formed by putting

together Eqs. (1) and (2).

3.3 Deployed System

The system of equations derived so far in Eqs. (1) and (2) does not reflect the

actual deployment of the system. This is because: (i) the deployed controller

will sample the position and orientation of the vehicle every H > 0 seconds;

and (ii) there is noise in the sensor measurements of x, y, θ and in the actuators

v, δ.

To represent the sampled system, we note that, between samples, the ac-

tuation of the controller is constant, and the only continuous behaviour is the

vehicle’s. In the time interval τ ≤ t < τ + H, the system’s motion is given by

Eqs. (1) and (2) with the difference that the vehicle speed and steering angle

are kept constant throughout the interval, and are computed according to the

orientation and position of the vehicle at the beginning of the interval:

ẋ(t) = v(τ) cos θ(t)

ẏ(t) = v(τ) sin θ(t)

θ̇(t) = (v(τ)/L) tan δ(τ)

(3)



Fig. 3: Example simulation where vehicle starts 1m away from the straight line

(right), and with wrong orientation (left). As can be seen, the controller corrects

this (saturating δ initially) and settles the vehicle in the straight line after a few

seconds. Here, the parameters kt = kp = 1, and theta and delta correspond to θ
and δ.

where the initial state values x(τ), y(τ), θ(τ), are given, and δ(τ), v(τ) are com-

puted as in Eq. (2) (or Eq. (4) if there’s noise) from the initial state values. Note

that throughout the interval, θ̇(t) is constant.

The behaviour of the system is computed in a co-simulation involving the

controller and the vehicle kinematics as follows:

1. At time t = τ , the controller gets the values for position and orientation

from the sensors, calculates the steering wheel angle and speed, and sets

those values through the actuators.

2. We use a numerical solver to solve Eq. (3) in the interval τ ≤ t ≤ τ + H.

3. At the end of the interval, when t = τ + H, the controller gets new values

for position and orientation from the sensors, recalculates the steering wheel

angle and speed, and sets those values through the actuators (this is Step 1

for the new interval τ + H ≤ t ≤ τ + 2H), and the cycle is repeated.



Fig. 4: Results of the co-simulation using the controller with noise (Eq. (4))

and the system dynamics in Eq. (3). The noise terms are drawn from statistical

distributions. The communication step size H = 0.1 seconds.

To account for noise, we introduce noise terms by reformulating Eq. (2) as fol-

lows:

δerror = −(kt(θ + ǫθ) + kp(y + ǫy)) + ǫδ

δ =











δmax if δerror > δmax

−δmax if δerror < −δmax

δerror otherwise

v = 1 + ǫv

(4)

We assume that the noise terms introduced are constant during the continuous

evolution of the system’s kinematics, but may change at each control execution

cycle. The system behaviour is computed by the same co-simulation algorithm

as described above, except when the controller computes δ, v, it does so using

new values for the noise terms. The values for these terms can be taken from

a statistical distribution. They will perturb the system and cause deviations on

its correct behaviour, even when the vehicle starts in the target position and

orientation. The simulation results in Fig. 4 illustrate an example.

3.4 Statistical Analysis

In the previous subsections, we derived a simple model of how the deployed

agricultural vehicle behaves. In the following subsections, we introduce the sta-

tistical analysis used to quantify the uncertainty of the vehicle’s behaviour with

respect to the uncertainty in the environment of the vehicle. The methods we

introduce here can be applied automatically for different parametrisations of the



system, and therefore they can be used to guide design choices and parameter

tuning.

To illustrate the importance of these analyses with respect to safety, suppose

that we wish the system to always stay within a maximum distance of the center

of road.

∀ t, Y(t) < ymax (5)

where Y denotes the trace of y coordinates of the system, and ymax is a constant

reflecting, for example, the half-width of the road where the vehicle will drive.

The more general property ∀ t, |Y(t)| < ymax could be used, but the analyses

are analogous.

Assuming that the noise in the system can be characterised as a statistical

distribution, then running Montecarlo co-simulations may help us determine the

expected system’s behaviour with respect to its safety properties.

For instance, suppose that each time the controller computes the velocity

and steering angle, in Eq. (4), the noise values are drawn from a Normal dis-

tribution with zero mean and standard deviation that’s been estimated from real

measurements:

ǫp ∽ N (0, σp) for p ∈ {θ, y, δ, v} (6)

Then running many simulations, as Fig. 5 exemplifies, will yield estimates on

important measures of expected violations. Those measures can then be used in

a runtime monitor that checks whether the violations of the real system agree

with the simulation data. To exemplify this, we first need to define the quantities

of interest for the case study used.

Definition 1 (Violation Events, Peak, and Duration). Given a trajectory of

the vehicle Y(t), the i-th violation event, denoted as a tuple with the start time

and end time [ti, ti], represents the interval during which the vehicle is violating

that property. Formally, ∀ t ∈ [ti, ti], Y(t) ≥ ymax. The peak of the i-th violation

event is given by max {Y(t)− ymax : t ∈ [ti, ti]}. The maximum peak of a trace

is the maximum of the peak of each violation event.

Figure 6 illustrates these concepts.

Within the same trace, violation events are not Independent and Identically

Distributed (i.i.d.), because of the dynamics of the vehicle. To see why, note

that, right after a violation event, the probability of another event occurring de-

pends on the dynamics of the control system. In particular, the control system

is steering the vehicle towards the line y = 0, regardless of the values that the

noise terms may take (the noise terms are i.i.d.). The further the vehicle is from

the line, the stronger the control action, and the smaller the set of possible noise



Fig. 5: Results of 100 co-simulations using the controller with noise (Eq. (4))

and the system kinematics in Eq. (3). The noise terms are drawn from statistical

distributions with the following standard deviations: σθ = σy = σv = 0.1, σδ =
0.01. The communication step size matches the controller execution cycle H =
0.1 seconds. The straight line represents the property limit ymax = 0.1. As can

be seen, there are a few violations.

terms that will make the vehicle violate the property. This set gets bigger as the

control action gets weaker, e.g., as the vehicle gets closer to the line y = 0,

affecting the probability of a subsequent violation event.

However, between two traces, the violation events are i.i.d.. Hence, we can

compute statistics between traces for:

– Maximum violation peak within the same trace.

– Maximum violation duration.

Figure 7 shows the results of these quantities, computed from simulations like

the ones in Fig. 5.

3.5 Runtime Monitoring

Having estimated the quantities in Fig. 7, a run-time monitor can be synthesised

that will perform the following, at each monitoring step:

1. Compute moving average of each sensor and actuation signal.

2. Compute moving standard deviation of each sensor and actuation signals

(such standard deviations represent the noise standard deviations observed).

3. Compare each observed noise standard deviation with the noise standard

deviation used to obtain the simulation results.

4. If the observed noise parameters are too different from the noise parame-

ters used to create the simulations, give an alert to the user (because the

simulation results used the wrong assumptions and should be repeated).

5. Quantify how safe the system is (e.g., evaluate Eq. (5), compute for how

long it does not hold, maximum violation, etc.).



peak 1
peak 0

Fig. 6: Illustration of the concepts in Definition 1. There are two violation events.

The peak of each violation event is the maximum distance between the trace and

the safety line ymax. The maximum peak is peak 0.

Fig. 7: Statistics of quantities of interest for runtime monitoring, computed from

10000 co-simulations. The parameters are the same as in Fig. 5.

6. If such quantification does not match what was observed with the simulation

data (in Fig. 7), then alert the user that the system is unsafe.

3.6 What-if Analysis

The property in Eq. (5) reflects a characteristic of the road in which the vehicle

operates. These properties may come from industrial regulations, etc., and are

independent of the way the vehicle is designed. The previous subsection shows

how to characterise and quantify the violation events caused by the vehicle and

control system characteristics, in particular, the noise in the sensors and actu-

ators. This subsection shows how the same technique can be used to identify

which noise sources have a bigger impact in the system operation.

Suppose we are trying to decide whether to upgrade the vehicle with a better

GPS receiver, or a better servomotor for the steering wheel. With only enough



budget for one purchase, we would like to know which makes the system safer.

Repeating the statistical analysis with the new noise characteristics provides

estimates on the impact of each configuration.

For brevity, we show the results and conclusions of the statistical for both

new GPS configuration and new servo, in Fig. 8.

Fig. 8: What-if analysis results. The nominal standard deviations for the noise

terms are as in Fig. 5: σθ = σy = σv = 0.1, σδ = 0.01. As can be seen, the

new GPS configuration reduces both the mean and standard deviation of the

violation events more than the new servo configuration.

4 Conclusion

We set out to describe some of the techniques that can be used to measure dis-

crepancies between a CPS and a digital twin. We have shown how, for a given

safety property Eq. (5), to quantify and characterise the violation events of that

property. The analysis is based on a model of the system, and can then inform

a runtime monitor that checks whether the noise and violations observed fall

within the expected statistical distributions. For this analysis, we assume that

the noise, initial states, and inputs to the system must be such that violation

events can occur. If the system is already safe with respect to the property, re-

gardless of the noise, then the analyses presented here confirm that and there’s

nothing to be tolerated.

Additionally, the results presented here allow the engineers to determine the

best system configuration through what-if analysis. For instance, the statistical

analysis could be used to calculate the minimum accuracy of the GPS signal, so

that the probability of a violation event occurring is below some threshold.

We now summarise the limitations and assumptions of this case study:

1. The statistical analysis can be computationally expensive (even though the

simulations can be run in parallel).



2. The analyses presume that the standard deviations of the noise can be ob-

tained from empirical data. They are supposed to make use of the models to

relieve but not eliminate the need for some physical experimentation with

the real vehicle.

3. In each simulation, we assume that the noise terms are constant in between

controller samples. In practice, noise may affect the physical system in be-

tween those samples.

4. The performance of the co-simulation plays a fundamental role in enabling

the Montecarlo co-simulations.

Additionally, we have assumed that it is possible to quantify the violation

degree of a safety property. Signal Temporal Logic (STL) is a formalism for

specifying the requirements of CPSs [7]. It mixes models of discrete and ana-

logue components and a continuous environment. STL has a quantitative se-

mantics and is a natural candidate to quantify safety. Algorithms exist for offline

computation of quantitative semantics and methods for online analysis monitor-

ing satisfaction during simulation [6].

Our work is related to the field of run-time verification. These techniques

checks that a run of a system satisfies or violates a given correctness prop-

erty [21]. This is the natural technology for checking behavioural deviations

between a physical asset and its digital twin. Techniques exist for robust online

monitoring of properties described in STL [6].

Regarding the performance of the co-simulation, if the example is suffi-

ciently complex, it won’t be feasible to run the 10 000 co-simulations. To this

end, researchers have employed many system identification [17], grey-box mod-

elling [29], and surrogate modelling techniques [12], to create faster simulation

models that can be used for the analysis.

Ongoing work is focusing on generalising this method into a framework that

allows user to describe the safety properties, described tolerable violations, and

generate runtime monitors that enforce such tolerances. In particular, we will

develop an ontology based on multiple case studies, which will in turn inform

us of the most common tolerable violations for safety properties.
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