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Abstract – Efficient code commenting is critical to improving 

code readability, maintainability, and collaboration. This 

paper introduces automated code commenting within an 

integrated development environment IDE using chatbots. The 

introduced system, implemented in Python with Selenium, 

automates the comments generation process, allowing coders to 

focus on code logic. Results obtained demonstrates successful 

interactions with chatbots, comment retrieval and handling 

delay. Challenges identified include instruction selection and 

extended conversations, offering opportunities for 

improvement. Future prospects include reusable libraries, 

user-friendly interfaces, and streamlined code-commenting. 
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I. INTRODUCTION 

 

 In the rapidly evolving field of software development, 

efficient code commenting plays a vital role in improving 

code readability, maintainability, and collaboration among 
coders [1]. Conventionally, code commenting was a manual 

and time-consuming process, which requires coders to 

carefully mark lines of code with explanations. However, 

with the advent of artificial intelligence (AI) and chatbot 

technology, a new automated approach to code commenting 

is surfacing, offering the opportunity to streamline the 

process and improve overall productivity. 

 

 This paper aims at exploring the concept of automatic 

code commenting within an integrated development 

environment (IDE) using indirect interaction with chatbots. 

The proposed method uses AI-powered chatbots to generate 
comments on lines of code without requiring direct 

interaction from coders. By automating the code 

commenting process, coders can focus more on the logic and 

functionality of their code, while chatbots help provide the 

necessary contextual explanations and meaningful 

comments. 

 

 The rest of the paper is arranged as follows. Section II 

introduces the materials and methods utilized in this work. 

Section III presents the results and discussion derived from 

evaluating the performance of the proposed system. Section 
IV concludes the paper and present ideas for future work. 

 

II. MATERIALS AND METHODOLOGY 

 

MATERIALS 

 

A. Integrated Development Environment (IDE) 
 

 An Integrated Development Environment [2] is a software 

package that provides extensive tools and functions for 

software development. It works as a centralized platform 

where developers and programmers can write, modify, 

compile, debug and deploy their programs. Examples of 

IDEs are Visual Studio, Eclipse, Spyder, etc. In this work, 

Spyder, an open source IDE designed specifically for 

scientific computing, data analysis and numerical 

programming was chosen to evaluate the effectiveness of the 

proposed approach on codes written in Python programming 

language. 

 
B. Selenium library 
 
 The Selenium library [3], an open source software 

framework, is well-known for web browsers automation. It 

incorporates a programming interface which facilitates 

developers’ and programmers’ interaction with web 
applications and automation of web browser processes. 

Selenium supports multiple programming languages, such 

as Python, Java, C#, Ruby, and JavaScript, which renders it 

a versatile and widely used library in various development 

environments. 

 
C. ChatAI 
 
 ChatAI [4] is an AI-powered assistant designed to support 

users with various tasks and requests. It can interact with 

users through messaging apps, voice commands, or other 

interfaces to provide information, schedule appointments, 

complete tasks, and more. ChatAI is essentially a chatbot - a 

computer program designed to mimic a conversation with 

people through text messages or voice communication. 

ChatAI can respond to users’ queries, supply information 
and carryout tasks using natural language processing and 

machine learning. 

 
D. Regular expression matching 
 
 A regular expression [5], a string that specifies a search 

pattern, normally consists of regular characters (e.g. letters 

and numbers) that match each other and special characters 

with specific meaning in the context of the regular 

expression. Regular expression matching thus refers to the 

process of finding and matching patterns in text using 

regular expressions (usually abbreviated as regex). Using 

regular expressions, patterns in a text or string can be 

effectively and flexibly illustrated and recognized. There are 

online converters which can be used to generate regular 



expression for texts. An example of this is Regex Generator 

[6]. 

 

METHODOLOGY 

 

A. Concept 
 
 The proposed method involves developing an auto code 

commenting program within an IDE. The program interacts 

with a chatbot to automatically generate comments for lines 

of code without any direct coder interaction. 

 
B. Implementation 

 
 The system is implemented using Python programming 

language and the Selenium library. Selenium allows 

automated interaction with the chatbot. The implementation 

involves the following steps: 
 

 Accessing the Chatbot: The program uses a function 

in the Selenium library to access the homepage of the 

chatbot (Chat) via a web browser specified in the 

program. User login details (username and password) 

are provided within the program for authentication. 

 

 Interaction with the Chatbot: Initially, the chatbot 

displays the message, “Hello! How can I help you 
today?” in its first element. Functions in the Selenium 
library are then utilized to present our message 

(instruction) to the chatbot via its next (second) 
element. The message is presented in a question form 

which will solicit a suitable response from the chatbot. 

 

 Retrieving Chatbot Response:  Another function in 

Selenium is used to select the element containing the 

chatbot’s response and extract the returned response. 
 

 Formatting the Response: Since the returned 

information (response) may include expected 

comments and additional explanation from the 

chatbot, a regular expression match operation is 
performed to extract only the required comments and 

any related explanation. The implemented program 

uses the following regular expression: r"\#(.*)". 

 

 Handling Delays: Due to the dynamic nature of 

conversations with the chatbot and potential delays in 

displaying the returned results, a function called 

WebDriverWait() is employed. This function allows 

the system to wait for a specified duration until the 

element becomes visible. If the element remains 

invisible after the specified wait time, an error 
message is returned.  

 

III. RESULTS AND ANALYSIS 

 

 In this section, we present the results obtained from 

evaluating the program's performance and analyse the 

findings. Additionally, we explore the challenges 

encountered during the process and discuss potential 

opportunities for future improvements and expansions. 

 

A. Results 

 
 To evaluate the program, we utilized the following data 

for various selenium functions:  

 
i. Username - xxxx@gmail.com (a part of the email 

address used is hidden for privacy). 

 

ii. Password - xxxxxxx (again, the password used is 

hidden for privacy). 
 

iii. Question supplied to the chatbot: “add a comment to 
this python programming code: a = c * d”. 

 

iv. Waiting duration: 20 seconds. 

 

v. Condition: visibility_of_element_located (it checks to 

see if the element to be interacted with is present). 

 

vi. Web browser: Chrome. 

 
 Figure 1 depicts the results obtained from running the 

program, while Figure 2 showcases the output generated by 

the program in Spyder. As illustrated in Figure 1, the 

program successfully executed the following steps: opening 

the home page, locating the login button, using the provided 

login details to gain access to the chatbot, and supplying the 

question to initiate a response. Furthermore, Figure 2 

demonstrates the effectiveness of the regular expression 

matching process, which accurately formatted the chatbot's 

response to include only the relevant comment. 

 

 

Fig. 1. Conversation with the chatbot  

B. Challenges 
 
 Throughout the testing phase, several challenges were 

encountered:  

 

i. Finding the right instructions: The process of 
identifying and implementing the correct instructions 

for the chatbot to get the desired comments posed a 

significant challenge. 



 

ii. Bypassing sites with human/robot checking stage: 

Certain websites presented additional stages for 
human or robot verification, making it difficult to 

bypass these checks.  

 

iii. Handling extended conversations: The program's 

current implementation fixed the selection of the third 

element in the chat as the returned result. However, 

this approach may be insufficient when dealing with 

extended conversations. Thus, the code should be 

updated to dynamically select the most recent 

message from the chatbot. 

C. Opportunities 
 
 Despite these challenges, the successful testing of the 

program opens several promising opportunities for future 

work. The current work paves the way for the following 

opportunities:  

 

i. Development of a reusable library: Creating a library 

that can be easily called to update and maintain the 

code consistently. 
 

ii. Creation of a separate user interface: Designing a 

dedicated user interface that abstracts away the 

behind-the-scenes actions, simplifying the process of 

generating the final code with comments. 

 

iii. Expanding language compatibility: Extending the 

scope of the program beyond Python to encompass 

codes written in other programming languages. 

 

iv. Streamlining the code commenting process: In order 

to expedite the code commenting process and promote 
efficiency, it would be beneficial to include a feature 

that allows for the opening of a file containing all the 

code in the IDE. This would then enable the chatbot 

based system to access and add comments to the entire 

code in a single go, facilitating the creation of 

comprehensive and well commented programs. By 

implementing this feature, the resulting output would 

consist of a fully commented code, eliminating the 

need for line-by-line implementation. This 

streamlined approach would save considerable time 

and effort, allowing the proposed system to focus on 
adding meaningful comments to the code as a whole. 

 

 

IV. CONCLUSION 

 
The proposed automatic code commenting system has 

been evaluated and the results obtained demonstrates its 
effectiveness in using chatbot technology to generate 
contextual explanation and meaningful comments for lines 
of code within an IDE. Although this work faces some 
challenges, it also points to promising future prospects, such 
as the development of a reusable library, a user-friendly 
interface, reduced execution time, and expanded language 
compatibility. This work opens the door to more efficient 
and comprehensive code commenting practices, which will 
ultimately benefit programmers and advance the field of 
software development. 
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Fig. 2. Final comment extracted using the regular expression 
matching process 
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